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Sorting and Searching Algorithms

# Sorting Algorithm: Recursive Insertion Sort

In the Tech Company management system, I chose recursive Insertion Sort to sort the list of employees by name because, during classroom comparisons with other sorting methods alongside my instructor, it performed faster. Additionally, through further research, I learned that this algorithm is particularly well-suited for small to medium-sized datasets, specifically those with fewer than 100 elements. The dataset from my organization, stored in the Applicants\_Form.txt file, aligned perfectly with this requirement. The simplicity of recursive Insertion Sort makes the code easy to read and maintain, which is critical for a prototype that prioritizes development speed and clarity over handling large datasets. This factor also influenced my decision.

When comparing recursive Insertion Sort to Bubble Sort and Selection Sort, I selected Insertion Sort for the following reasons: Recursive Insertion Sort outperforms Bubble Sort on small datasets because it requires fewer comparisons and shifts for partially sorted lists. Bubble Sort’s performance is hindered by its constant pairwise comparisons, making it slower. Similarly, Selection Sort always searches for the minimum element, requiring more comparisons. Moreover, the recursive implementation of Insertion Sort clearly demonstrates the divide-and-conquer principle, enhancing code readability. Bubble Sort’s iterative loops, while simple, fail to meet the recursive requirement, and Selection Sort is unstable, potentially affecting data integrity.

In summary, recursive Insertion Sort excels in performance for small datasets, stability, and meeting the recursive requirement, making it superior to Selection Sort and Bubble Sort. Its simplicity, adherence to recursive requirements, and efficiency for small datasets also make it a better choice than Merge Sort’s memory demands and Quick Sort’s complexity for this prototype.

# Searching Algorithm: Recursive Binary Search

For searching an employee by name in the sorted list, I chose recursive Binary Search because I used recursive Insertion Sort to maintain a sorted ArrayList, making recursive Binary Search the most suitable for searches with optimal time complexity. In classroom experiments comparing Linear Search and Binary Search, Binary Search performed faster with fewer operations. This method seamlessly integrates with the sorted list, halving the search space with each recursive call to ensure consistent logarithmic performance.

Linear Search, while simple to implement, is impractical for multiple searches as it sequentially checks each element. The recursive nature of Binary Search aligns with the system’s recursive sorting, creating a cohesive algorithmic framework. The implementation in MyArrayList provides a clean interface for both recursive and iterative searches, but the recursive variant was chosen for its clarity and compliance with the recursive requirement. Support for partial name matching, achieved through a secondary linear scan, enhances user experience without compromising the efficiency of the primary recursive Binary Search for exact matches. For a prototype requiring efficient, recursive, and maintainable search functionality on a sorted list, recursive Binary Search outperforms Linear Search’s inefficiency.

# GitHub link:

<https://github.com/Iveelt-B/Algor_Constr_CA2_2024569/tree/master>
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